In this lab I am supposed to program three sorting methods which are bubble sort, merge sort, and quick sort along with a modified recursive quicksort. With these sorting methods I’m supposed to sort a linked list from the order of least to greatest. Also, we have to return the middle value of each sorted listed.

**Bubble sort**

In order to be able to create a bubble sorting program that can sort a linked list in python; the first thing I had to do was to understand how bubble sort works.

***How bubble sort works***

Bubble sort is a sorting method that compares the values of a list that are next to each other; for instance, if my list had the values in a list as (2,1,5,4) then the Bubble sort algorithm would compare the first value to the one next to it until it reaches the end of the list and of the list is still not sorted then the algorithm will traverse through the list and see which values need to be changed in position. and in this example we can see 2 > 1 which would make the algorithm to switch the position of those two values making the list appear as (1,2,5,4). Then the algorithm keeps comparing so it compares 2 and 5 which is 2 < 5 which is correct since the list is in order from least to greatest still and no change is needed. The algorithm keeps going by comparing the value 5 and 4 which when compared is 5 > 4 which is incorrect so now the algorithm would switch the positions of 5 and 4 in order to make the list to change to (1,2,4,5) which the list is sorted. However, if the list was still not sorted then the algorithm would have to keep sorting the list until its completely sorted from least to greatest.

***Proposed Solution***

For the possible solutions to make this algorithm possible was to be able to find a way to compare two values and make the program to compare two values and decide if they need to be switched if one of the values that comes before them in order is greater than the value next to it. However, this program needs to use linked lists instead of a python native list due to accomplish the requirement of sorting a linked list with bubble sort.

***Implementation***

When creating the bubble sorting algorithm that will sort a linked list, I first needed to apply the linked list algorithms that were given in class in order to be able to use linked list and its functions. The first thing that I had to do was to be able to keep traversing through the linked list until every value in the list is sorted. In order to do that I needed to make a while loop that contains a value named “change” that is declared true; the value “change” would traverse the list until the value becomes false which means that no more changes in the sorting algorithm is possible. The next part of the program would be to follow a basic rule which is to never lose the head of the linked list, which is done by storing my head in a temporary variable which keeps my original list from being changed. After finding a way to not lose my head, I would then need to declare my “change” value as false which comes into play later on in the code. After that I need to traverse my linked list until the next value in my temporary list is None. After finding a way to traverse my temporary list, I had to make my algorithm to compare my current item in the list to the one next to it and if the current item was larger then I have to switch my values position in the list.

When finding out that if my current item is larger than the one next to it then I had to create a code that switches the position only between those two items. The way that the items where switched was to store my current item into another temporary variable to store the value for the meantime. Next I needed to affect my temporary linked list by declaring the current item to the one that was being compared to it in order to make the changed item into my current item. Now we need to use the current item that was stored in my temporary variable and assign it to the position that is next to out new current item which will now change the temporary list by switching both items. After switching then we declare the value “change” as true to show that there was a switch done and next we need to traverse to the next item on the list where we continue from the current item we had.

***Experimental results***

For this program I will be running a randomly generated linked list that will be used in order to test the bubble sort method. This random generated linked list will be 3,5,2,3,4 and will be sorted by the bubble sort algorithm. When tracing the method with the current linked list created we first declare the variable “change” as true which is used in the while loop to keep sorting until it becomes false. The we have to store the linked list in a temporary list in order to not lose our head or affect the original linked list. After making a temporary list we then need to traverse through the list by going into the while loop and keep going until the next value of the temporary list is None. Inside the while loop we compare the first value and the second value of the list which is 3 and 5, since these two values are from greatest to least we don’t change anything and the value “change” stays as false; then we have to move on to the new current item, which is compared to the one net to it where be begin to compare 5 and 2 which is going to get switched since 5 > 2 and change becomes true. Now after switching those values the list now looks like 3,2,5,3,4, next the program continues to compare the next element which is 5 and the one next to it which is 3 ;since 5 > 3 those values get switched making the list become 3,2,3,5,4 and change stays as true. Now we compare 5 and 4, but since 5 > 4 then we switch those values making the list as 3,2,3,4,5 and change stays as true; since we got to the end of the list we still have to keep traversing until there are no changes in our sort.

The second traversal compares 3 and 2, since 3 > 2 the code switches the positions of the items making the list 2,3,3,4,5 and change stays as true. As we can see right now the sorting is complete, but the algorithm still has to compare the values since we haven’t exited either loop until we reach the end of the temporary list and our “change” becomes false after no more changes are needed. After traversing we reach the end of our program exiting the while loop and making the change false since our linked list is sorted; our output of the sorted list is 2,3,3,4,5 and when we get the middle position by the method median it tells us that the middle element is 3 which is correct. Also, if we were to try this with an empty list, the bubble sort will still return an empty list and won’t sort anything. If we only had one value in the linked list then the program would only return that value since it can’t compare it to any other value.
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Big O:

O(n^2)

**Merge Sort**

For this part of my program I have to creating an algorithm that can use merge sort to merge a list, but in order to know how the algorithm should be created I first need to understand how merge sort works.

***How Merge Sort works***

Merge sort is a sorting method that sorts a list by first dividing it by half until you have two split lists, but with the halves that we obtained still have to divide them by half or until all the values of that half are separated from each other. After all the values are split from each other, then the sorting algorithm starts to compare the values separated and sorts them from least to greatest. Whichever values were compared then the program must merge those two values if they switched positions or not. When they merge the make a new list and then the values of that list compare to the values of another list and they become sorted if they are not in order, which then they merge again. The lists must merge until there’s only one list left however in that final list the two opposite lists must compare each value in their own list to the other one in order to make a sorted list before they merge into one list at the end.

***Proposed Solution***

For this program, I knew that I first needed to split my list by half which can be considered as the left and right list, I have to do this in order to follow the rules of merge sort. However, after splitting my list, I would need to keep splitting my list until it reaches the limit of being unable to split my list anymore. After the entire list becomes split, then I would have to compare my two values that are adjacent to each other and if they are not in order then I would switch the positions they are in. Even if they switch or not I would have to merge the two values into a list, when we return that list then I’m going to have another list that either went through the same process or not, but I would have to compare the values of my two merged lists and put them in order and then merge it into another sorted list. The comparisons and merging would only stop after the entire list is sorted and when we only have one merged sorted list remain.

***Implementation***

In order to create my merge sort algorithm then I would need to have 3 method, one to pass the list and call the functions to split and merge the sorted list. The second method will be to divide the list by half until no more splits are possible. The final method is to compare the values in the list and then merge them in to a new sorted list.

To begin with the first method, I had to make a base case to make sure that if the list is empty or if it only has 1 variable then the method would return the list we have since there is no need to sort it. If that base condition doesn’t apply to the list then we continue to create a variable called middle which would call the method split and splits the list. Since the middle variable is going into the method split, I would then have to create the split method before anything else in the merge sort algorithm. In my split method I created two variables one called fast which is storing the next node of the original list and the other variable is called slow which holds the list. The purpose of these two variables is that they will actually be our pointers that will get the middle position of the lists. Once the two variables have been declared I would need the pointers to go through a while loop which will allow the fast pointer to move two positions ahead and move the slow pointer by one. In the while loop I had to make the fast pointer iterate through the list until it reaches the end of the linked list. Inside the while loop the fast pointer will point at the next node in its list and then there will be an if statement that if fast is not None then the next following actions will be taken. In the if statement, slow is now pointing at the next node in its own linked list and fast points at the next node in the next node again. Until our fast variable reaches the end of the linked list we will be able to exit the list and return the slow variable from where it last pointed.

Back to the first method, after declaring the variable middle to the list we returned from the split method I had to make another variable called nextMiddle which will point at the value after the middle which will be used to get the right side of the list. After declaring the previous variable, I had to assign the node next to my middle value as None, so it gets rid of its remaining list. Now I created two variables that are called left and right which the purpose of them is to get the two split lists and pass them through the method that we’re in recursively. Since the lists that we have are being passed recursively then it would go to through the same process that I have explained and will continue to split those lists until its not possible anymore. However, I declared a value that is called sortedList which calls the method where it compares my values, sorts them in order and merges them by inserting them in a brand-new sorted list.

In my sorting method I have to create an empty variable called Result which its purpose is to store the new sorted linked list and return it at the end. After that, I have to make base cases which will check if my left list is empty then it returns the right side of the list only and vice versa for when the right side is empty. After checking that then I had to compare my left sorted linked list with the right sorted linked list and it was compared as if the value of the left side is less than or equal to the value at the right linked list the result will hold the item of the left list. Then the result value needs to store its next node and in order to do that it has to call the sorting method recursively and pass the next node of the left side and pass the right side of the list, but without making any changes to it. However, if the left link list item is greater than the value in the right link list then the Result will store the right link list item in its current Node and then call the sorting method recursively and pass an unaffected left link list and passes the next position of the right link list. This process will be passed until no more merging is possible and will return a sorted merge sort linked list .

***Experimental results***

To trace this code, we will use a random generated linked list that is not in order and the values for this list is 3,2,4,4,1. When I begin to use this linked list and pass it to the method called merge\_Sort the method will first check if my list is empty or if it only has one item in it and if this applies to my list then it would return the list and the code end right there, but in this case my list doesn’t meet that base case. After that there is the variable called middle which calls the split method and passes my list to it. In the split method the variable fast is pointing to my second value of the list which is 2 and the variable slow is pointing at the head of my list which is 3. Then my list has to go through a while loop where if fast is not None then it would iterate through the list till it becomes None. In the while loop my fast variable now moves forward another node which is 4. After the, there is an if statement and if my fast value is not none then my slow value would point at the next position which is 2 and my fast value moves to next position again which is 4. However, since fast is still not None, the while loop conditions are still not broken meaning that another increase in to fast pointer would happen meaning my fast is now 1. However, since the fast pointer is now at my last node then it would go through one final if statement and increase the slow pointer to point at the node that hold 4 and the fast pointer now points at None. Since fast is now equal to None then we are able to break from the while loop and return the slow pointer to our merge\_Sort method.

Back to our merge\_Sort method, middle will now hold the position where the slow pointer left off; After that, the value nextMiddle is declared to the next position after the middle and the position after our middle value is now declared as None as a result splitting the list into 3,2,4 and 4,1. Now we have the variables left and right which will pass the two list recursively in to the merge\_Sort method in order to split all the variables again; also left holds 3,2,4 and right holds 4,1. When passing the lists recursively, I will be left with the left side splitting the entire left side as (3), (2), (4), and the right side splits it into (4),(1) after the entire recursion takes place. After the splitting of the entire list then the value sorted List will call the method sorted\_Merge and pass my left and right list. In the sorted\_Merge method the variable Result is None and after that there are base cases that if the left Side is None then we return the right list and the second base case if is if the right list is empty then we return the left side of the list. After those base cases we compare the item of the left side and the right side and since the left side is now 2,3,4 and the right is 1,4 then we compare the first values. So, 2 > 1 which in this case we have to make the 1 be placed first into the list called result and then pass the left side with no positions change and with the right side now pointing at 4 which is passed recursively to the sorting method. So now we compare 2 and 4 and since 2 < 4 we place 2 in the next node of the result list making the list now as 1,2; now we have to move to the next position of the left list and keep the right same. Then we compare 3 and 4 and since 3<4 we insert 3 into the new list making it 1,2,3. Now we compare the final values which is 4 and 4 and since their both equal then they would be both inserted into the list however, at different recursions which make 1,2,3,4,4. Since the list is now sorted, this list is returned to the merge\_Sort method and it outputs the new list.
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BigO:

O(n log(n))

**Quick Sort**

For this part of my program I have to creating an algorithm that can use quick sort to sort a linked list, but in order to know how the algorithm should be created I first need to understand how quick sort works.

***How Quick Sort works***

The way quick sort works is by using divide and conquer but also this sorting algorithm requires recursion, but its still possible to recreate with for or while loops however it would be really difficult to create. In quick sort the divide part is decided by the used where it wants to split the linked list however there is an element called the pivot which indicates the position that a linked list should be split. The pivot can be declared in any point of the linked list which it can be in the head of the list, at the tail of the list, or randomly in the list. After knowing where to divide the conquer part of the quick sort comes to play which is when all the elements to the left of the pivot must be less than the pivot and the ones of the right of the pivot must be greater than the pivot. If those conditions don’t meet then the values that are in the incorrect position will be moved either left or right of the pivot. After its been moved then the quick sort algorithm will sort the values of the left of the pivot and the right of the pivot.

***Proposed Solution***

Since I now know how quick sort works I can tell that quick sort fits linked lists better than any other sorting method. I know that I will need a pivot that will be dividing the linked list at a certain position, but however I would prefer to use the pivot as the head of my linked list. Also, I know that I will need to find a way to store the values greater than my pivot on the right side of the list and anything less than the pivot on the left side of the list. After comparing my pivot with the values of my list, then I will need to sort the values in both the left and right side from my linked list and sort them from least to greatest. After sorting once I would need to call my method recursively to keep sorting my list. After sorting I would need to combine my new lists together.

***Implementation***

To begin making my program I first made a base case that checks if my list is empty then I return the list. After that I made two variables to store my left and ride link list values of the pivot which will be used later in my code. Once that was done I had to make sure my pivot was pointing at the head of my linked list which this depends on preference. After declaring the position of my pivot, I created a temp variable that would store the next value after the head. Now since everything is declared, I now had to traverse my linked list until my temp became None but the way I traversed was to use a while loop. Inside my while loop I begin to compare my pivot to the values of my temporary list and if the pivot is greater than my temporary item, then that item would use the append method from the linked code provided in class; What the append method does is that it adds values at the end of a linked list. However, when using the append method I have to declare which side I want to append my values at, for instance if my pivot is greater than my item then I append the item into the left linked list and if the pivot is less than the item I would append my item in the right side of the list. After appending I would need to keep traversing through my linked list by moving on to the next node until it reaches None. Once my list reaches the end I would declare two variables called newLeft and newRight which will call my method recursively and pass the left and right linked lists. When the method is called my left side and my right side will both be sorted until it reaches the end of both lists and have been sorted. Now when both the lists are sorted I need to append my left to my pivot to make sure that they are both connected and finally I use the Concate method to combine my sorted left and right lists.

***Experimental results***

To test this method, I will use the linked list with the values 5,2,1,4,4 to trace my quick sort method. To begin tracing the algorithm first has to check if my list is empty due to the base case that my method has and since its not empty this doesn’t apply to the list. Continuing through the code I see that there are my 2 empty left and right linked lists to store my values later on and I see that the pivot is declared to the list of my head which means that my pivot is the value 5; after learning where my pivot is held I see that a temporary linked list is created to hold everything after my head in the linked list.

Now in the while loop the code will keep traversing through my temporary list until it becomes None. In the loop the program compares my pivot to my item in my temporary list, so since 5 is greater than 2, the value 2 will then be stored in the left side of the list and then the linked list keeps traversing. The second traversal compares 5 and 1 and since 5 is greater than one, then my value 1 gets appended to the left side of the list making the left side of the list 2,1. Next we compare 5 and 4 and since 5 is greater than 4 then it gets appended on the left side of the list making it 2,1,4; and the same thing occurs with the final four of my list and creates a finished linked list of 2,1,4,4. Since we reach the end of the linked list we break out from the while loop.

Now with my left side of the list created I need to use the newLeft list to call the method with recursion while passing my left linked list. Now since the method is called the same process occurs where the pivot is our head which is 2 and compares the rest of the list. The comparison 2 > 1, makes 1 be appended to the left side of the list since its less. Next we compare 2>4 and since 4 is greater we append it to the right side of the list which gets repeated for the next 4. Now we have the left side 1 and right side 4,4. Since these can’t be sorted anymore we have to connect the left side to the pivot by using append so now we have 1,2. To end this part we have to connect both left and right sides making 1,2,4,4. But now we need to connect this left list to the pivot that was originally used before which is 5. We use append to connect the left side of the list to the pivot making the sorted list as 1,2,4,4,5.
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Big O: O(n^2)

**Modified Quick Sort**

For this program I have to implement a modified version of quicksort that makes a single recursive call instead of the two made by normal quicksort, processing only the sublist where the median is known to reside.

***Proposed Solution***

For this code I know that I could rely on the sorting method that was previously used in my previous quick sort and since I need to find the median of my sorted list I would need to use the median method to be able to obtain the element of the middle. Additionally, I am only able to recursively call the method once instead of using two before. So since I know I don’t have to return a sorted list and my goal is to sort the list and obtain the middle value.

***Implementation***

To implement my idea into the code I first need to make a second median method that would this problem. In my second median method I first made a copy of my linked list so I don’t affect it or lose it. After making my copy there is 1 value being declared to my modified quick sort method and the value is element returns the median value.

In my modified quick sort, I used the first half of my previous quick sort method to sort the linked list. However, the difference here is that I use if statements after, which if my n is equal to the size of the left linked list then I return the pivot. Then I have an else if statement that if my n is greater than the length of the list of my left side them I subtract the value n from the length of the left side and subtract it again by 1 to reduce the side of my list but then I return the method and recursively call it by passing the right side linked list and my n, which would find the big O notation of my method by using recurrence. Then my final else if is if my n is less than the length of the left list then it calls the method recursively to sort the method till my n is the size of the length in order to return the pivot.

***Experimental results***

Here I will be tracing the values 5,4,5,3,4 and this time the method will find the sorted median of my list. When going through the method the pivot will be the head and my temp will hold the rest of my list. In the method we compare 5 with 4 and since 5 is greater we have to place 4 on the left side of the list. Then we compare 5 and 5 and since their equal a 5 moves to the right side. Then 5 >3 which moves 3 to the left linked list and then it compares 5>4 and here we can see 4 gets moved to the left linked list; Now we have the left storing 4,3,4 and the right storing 5. Then since we reach the end of the method we need to keep sorting the lists till they are fully sorted but this time we need to keep doing it till n = the length of the left side in order to return the pivot which is our middle point in quick sort after being sorted. Since our length is not equal to n, but were less than n we return the method by passing the left side and begin to sort it . Since our values are 4,3,4 we know our pivot is 4 and temp is the rest of the list. When comparing we find that 4 is greater than 3 and moves it to the left side of the list and then when 4 is equals to 4 that value is moved to the right. Now that we split the 3 values we know that n is equal to our pivot since it’s the middle of our linked list in this occasion and since n is equal to the length of the left side then we return the pivot which is 4.

.![A screenshot of a cell phone

Description automatically generated](data:image/png;base64,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)

Appendix

# -\*- coding: utf-8 -\*-

"""

Created on Thu Feb 21 12:26:02 2019

@author: Alexis

"""

import random

class Node(object):

# Constructor

def \_\_init\_\_(self, item, next=None):

self.item = item

self.next = next

#List Functions

class List(object):

# Constructor

def \_\_init\_\_(self):

self.head = None

self.tail = None

def IsEmpty(L):

return L.head == None

def Append(L,x):

# Inserts x at end of list L

if IsEmpty(L):

L.head = Node(x)

L.tail = L.head

else:

L.tail.next = Node(x)

L.tail = L.tail.next

def Print(L):

# Prints list L's items in order using a loop

temp = L.head

while temp is not None:

print(temp.item, end=' ')

temp = temp.next

print() # New line

def copy(L):

temp = L.head

list2 = Node (0)

list2.head = temp

while temp is not None:

temp = temp.next

list2.next = temp

return list2

def IsSorted(L):

if L.head == None or L.head.next == None:

print('sorted')

return True

temp = L.head

while temp is not None:

if temp.item > temp.next.item:

print('not sorted')

return False

return True

def Concate(L1,L2):

if IsEmpty(L1):

return L2

elif IsEmpty(L2):

return L1

L1.tail.next = L2.head

L1.tail = L2.tail

return L1

#------------------------------------------------------------------------------

#BUBBLE SORT ALGORITHM

def bubble\_Sort(L):

change = True

while change:

t = L.head

change = False

while t.next is not None:

if t.item > t.next.item:

temp=t.item

t.item = t.next.item

t.next.item=temp

change = True

t=t.next

#------------------------------------------------------------------------------

#MERGE SORT ALGORITHM

def merge\_Sort(L):

#n log n runtime

if L == None or L.next == None:

return L

middle = split(L)

nextMiddle = middle.next

middle.next = None

left = merge\_Sort(L)

right = merge\_Sort(nextMiddle)

sortedList= sorted\_Merge(left, right)

return sortedList

def split(L):

fast = L.next

slow = L

while fast != None:

fast = fast.next

if fast != None:

slow = slow.next

fast = fast.next

return slow

def sorted\_Merge(leftSide, rightSide):

Result = None

if leftSide == None:

return rightSide

if rightSide == None:

return leftSide

if leftSide.item <= rightSide.item:

Result = leftSide

Result.next = sorted\_Merge(leftSide.next, rightSide)

else:

Result = rightSide

Result.next = sorted\_Merge(leftSide, rightSide.next)

return Result

#------------------------------------------------------------------------------

#QUICK SORT ALGORITM

def quick\_Sort(L):

if IsEmpty(L) or L.next == None:

return L

leftSide = List()

rightSide = List()

piv = L.head.item

temp = L.head.next

while temp!=None:

if piv>temp.item:

Append(leftSide,temp.item)

temp = temp.next

else:

Append(rightSide,temp.item)

temp = temp.next

newLeft = quick\_Sort(leftSide)

newRight = quick\_Sort(rightSide)

Append(newLeft,piv)

return Concate(newLeft,newRight)

#------------------------------------------------------------------------------

#Modified Quick sort

def modified\_quickSort(L, n):

if IsEmpty(L):

return L

Print(L)

left\_Side = List()

right\_Side= List()

piv = L.head.item

temp = L.head.next

while temp is not None:

if piv>temp.item:

Append(left\_Side,temp.item)

temp = temp.next

else:

Append(right\_Side,temp.item)

temp = temp.next

#to get big O

#if my n is the pivot

if n== GetLength(left\_Side):

return piv

#if my n is in the left side of my list

elif n >= GetLength(left\_Side):

#n = n - GetLength(left\_Side)-1

return modified\_quickSort(right\_Side, n)

#if my n is in the right side of my list

elif n <= GetLength(left\_Side):

return modified\_quickSort(left\_Side,n)

#------------------------------------------------------------------------------

def GetLength(L):

temp = L.head

count = 0

while temp is not None:

count+=1

temp = temp.next

return count

def ElementAt(L, mid):

current = L.head

count = 0

while (current):

if (count == mid):

return current.item

count += 1

current = current.next

return 0;

def Median(L):

C = copy(L)

element= ElementAt(C,GetLength(C)//2)

print('Sorted Value of middle element is %d' %element)

def Median2(L):

C = copy(L)

element= modified\_quickSort(C,GetLength(C)//2)

print('Sorted Value of middle element is ', element)

return C

#------------------------------------------------------------------------------

# MAIN

L = List()

#print(IsEmpty(L))

for i in range(5):

t = random.randint(1,5)

Append(L,t)

#leftSide= List() tried to make them global variables for merge and quick sort

#rightSide= List()

#Print(L)

#UNCOMMENT TO TEST THE SORTINGS

#bubble\_Sort(L)

#L.head=merge\_Sort(L.head)

#L=quick\_Sort(L)

#Median(L)

#Print(L)

Median2(L)